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Abstract - The evolution of software architecture has led to the emergence of various paradigms, including monolithic, 

microservices, and the lesser-explored modular monolith architecture. This paper delves into the historical development of 

these architectures, assessing their advantages and limitations, with a specific focus on their application in the fintech domain. 

Through an in-depth literature review and case studies of organizations like Shopify, Root, and Google, the study evaluates the 

potential of modular monolith architecture as the primary choice for developing efficient payment systems. By addressing the 

research gaps in existing studies and comparing modular monoliths with traditional monolithic and microservices 

architectures, this paper provides valuable insights for software developers, architects, and fintech industry professionals. 

Keywords - Software design architecture, Monolithic architecture, Microservices architecture, Modular monolith software 

architecture, Fintech domain. 

1. Introduction 
In the software development process, it is crucial to 

consider software design architecture early on, particularly 

during the planning and requirements-gathering stage. The 

main reason is that architecture serves as the basis for the 

entire software system and impacts all subsequent 

development activities.[6] By prioritizing software design 

architecture from the beginning and consistently refining it 

throughout the development cycle, software teams can 

increase their chances of delivering a high-quality software 

system that meets the expectations and requirements of 

stakeholders.[4] Therefore, it is important to study and assess 

various types of software design architecture, such as 

Monolithic architecture, Microservices architecture, and 

Modular Monolithic architecture, to determine which 

approach is most appropriate for a given project. 

 

A monolithic architecture is a traditional software 

program model built as a self-contained unified unit and 

independent from other applications.[2] It is a unified, 

massive computing network running off of a single code base 

that connects every facet of the enterprise. One of the notable 

benefits of this approach is its ability to deliver enhanced 

performance compared to the microservices design, 

particularly for applications characterized by low to 

moderate traffic levels.[7] In addition, the application logic 

and data access are all contained within a single process, 

reducing the latency and network overhead associated with 

microservices architecture.[7] However, at the same time, 

making a change to this sort of architecture requires updating 

the entire stack of code by accessing the code base and 

building and deploying an updated version of the service-

side interface. This makes updates restrictive and time-

consuming. 

 

In comparison, the microservice architectural style [1] is 

an approach to developing a single application as a suite of 

small services, each running in its own process and 

communicating with lightweight mechanisms, often an 

HTTP resource API. These services are built around business 

capabilities and are independently deployable by fully 

automated deployment machinery. There is a bare minimum 

of centralized management of these services, which may be 

written in different programming languages and use different 

data storage technologies. This architectural style offers the 

benefit of easy horizontal scaling of individual services, 

which enhances the system’s ability to handle increased 

loads and demands. Scaling specific services enables greater 

resilience and flexibility, improving the system’s overall 

performance. It enables developers to develop individual 

services using different technologies and programming 

languages. This makes it easier to adopt new technologies, 

update the system and take advantage of new capabilities. 

 

Finally, modular monolith architecture refers to a software 

design approach where all the code resides within a single 

codebase. This approach allows for quicker debugging of 

issues while minimizing the complexities that often arise 
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from using a microservices architecture. With modular 

monolith architecture, the functionality is broken down into 

multiple modules, making it easier to manage each module 

individually. The approach also establishes clear rules for 

accessing each module through strict interfaces, which helps 

resolve many of the complexities that can arise in software 

development. At present, several organizations such as 

Shopify[8], Eurocommercial Properties (Estatio) [36], 

Google [37] and Root [38], among others, are utilizing 

modular monolith architecture for its benefits such as 

simplified testing, streamlined deployment, and improved 

system performance. 

 

Currently, both monolithic and microservices designs 

exhibit some limits in the domain of software development. 

For instance, the former presents challenges in terms of 

scalability, whereas the latter is plagued by concerns related 

to latency and network congestion. Despite the existence of a 

third technique known as modular monolithic architecture, it 

has garnered relatively limited attention in the academic 

research literature. The identified research gap pertains to the 

limited availability of literature on the subject of modular 

monolith. Consequently, this study aims to assess the 

advantages and drawbacks associated with employing a 

modular monolithic architecture as the predominant approach 

for software application development within the fintech 

sector. 

 

2. Literature Review 
2.1. Importance of Architecture in Software Design 

The term’ software architecture’ (SA) was first coined in 

the late 1960s, but one of the early pioneers of SA, Fritz 

Bauer, argued as early as 1968 that SA should be given more 

importance, even before the software was developed. In the 

early days of software development, software systems were 

relatively simple, and their architectures were 

correspondingly straightforward. However, as software 

systems have grown in size and complexity, so too has the 

importance of software architecture. Today, software 

architecture is recognized as a critical component of software 

engineering, and many institutions have invested heavily in 

its development and study. 

 

One of the reasons for this is that software architecture 

supports early design decisions that impact a system’s 

development, deployment, and maintenance life. [4] 

Moreover, it gives a basis for analysis of software systems’ 

behavior before the system has been built.[5] Getting the 

early, high-impact decisions right is important to prevent 

schedule and budget overruns.[4] 

 

Software architecture has numerous benefits for 

software design. First, it gives a clear vision of the system 

and the components involved in it. It provides a solid 

foundation for identifying gaps and areas that require 

improvement in a given software. In addition, software 

architecture provides stakeholders, developers, project 

managers, user experience designers, quality 

assurance/testers, and DevOps engineers with a clear 

comprehension of the software’s capabilities and its intended 

purpose. It helps to discern the distinction between software 

that has reached the production-ready stage and software still 

in the prototyping phase. 

 

SA is also used as a blueprint or a foundation for a 

software system. Organizations choose to implement it on 

their own methodologies and styles, considering factors such 

as business needs, cost, scalability, performance, 

maintenance and support. Some examples of how 

organizations use software architecture are microservices, 

cloud computing, event-driven architecture, serverless 

architecture, monoliths, and modular monoliths.  

 

2.2. Microservices Architecture 

Microservices is one of the software architectural 

patterns that involves breaking down a single application into 

multiple services or smaller applications.[1]  

 

Each of these services can then be developed in any 

programming language, which gives the software 

engineering teams flexibility to develop independently using 

their preferred programming language. Moreover, each of 

these services can be deployed independently, offering 

flexibility to the teams to scale up and scale down as 

needed.[9] Despite this independence, all these services 

communicate harmoniously to attain the application’s 

purpose using well-defined API contracts. 

 

The adoption of microservices architecture offers 

numerous advantages, such as the smooth integration of 

various technologies into a unified system, enhanced 

scalability, increased operational efficiency, and simpler 

deployment procedures [10]. Since it has emerged as a highly 

appreciated architectural framework, there has been a 

growing adoption of the microservices paradigm by 

esteemed software consulting organizations and product 

design enterprises. This particular methodology has been 

empirically shown to significantly increase overall 

productivity and enable the creation of highly successful 

software products. Moreover, a multitude of non-traditional 

software companies have both utilized and assessed this 

architectural approach, resulting in significant benefits. 

 

Microservices are commonly recognized as a suitable 

architectural decision for systems deployed on cloud 

infrastructures due to their ability to leverage the flexibility 

and on-demand provisioning capabilities inherent in the 

cloud paradigm. Significantly, several prominent companies, 

including Netflix and SoundCloud, have effectively used the 

microservices architectural methodology in cloud computing 

settings, leading to numerous benefits [10]. 
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The concept of microservices originated as a reaction to 

the difficulties and shortcomings encountered in service-

oriented architectures (SOA) [11]. Service-Oriented 

Architecture (SOA), which saw a surge in popularity during 

the early 2000s, encountered challenges, including excessive 

hype, inadequate suitability, and inconsistent definitions, 

resulting in fruitless endeavours to implement it [12]. 

Microservices, frequently known as “SOA done correctly,” 

present a novel methodology for constructing software 

applications as collections of self-contained services that can 

be deployed separately [13]. The utilization of this particular 

architectural style offers various advantages, including 

enhanced dynamism, improved modularity, facilitation of 

distributed development, and seamless integration of diverse 

systems [14]. The emergence of microservices can be 

attributed to historical factors such as the growth of software 

architecture, the widespread adoption of objects and services, 

and the demand for enhanced agility, scalability, and 

autonomy in software systems [15]. 

The microservices architecture enhances large-scale 

software systems’ adaptability, scalability, and fault 

tolerance. Nevertheless, this architectural paradigm is not 

without its drawbacks. The migration from legacy systems to 

microservices presents a significant challenge, involving 

manual intervention, extensive time commitment, 

susceptibility to errors, and substantial financial expenditure 

[20]. Additionally, there are concerns related to escalated 

security vulnerabilities due to the expanded attack surface 

resulting from the disintegration of system functionalities 

into cohesive, small-scale services [16]. Heightened 

concurrency levels inherent in microservices also raise 

issues, potentially leading to subtle programming errors like 

race conditions, deadlocks, and data inconsistencies [17]. 

Furthermore, microservices pose complexities in 

performance testing, making establishing a baseline 

performance intricate and obtaining reliable performance 

testing outcomes less straightforward [18]. The overall 

intricacy of loosely connected microservice systems further 

complicates the testing process, necessitating the utilization 

of supplementary testing techniques and tools [19]. 

 

2.3. Monolith Architecture 

Monolithic software architecture refers to a conventional 

approach where all the different types of foundational 

architectural elements of an application are integrated 

together in a single unit.[21] It is considered an older 

architectural style and is often seen as outdated [22]. It is 

characterized by a lack of modularization and a tightly 

coupled structure. The emergence of software architecture as 

a field of study has brought attention to the need for better 

organization and design of software systems. Different 

architectural styles, such as client-server architecture and 

module interconnection languages, have been developed to 

address this. The goal is to improve understanding and 

manage the complexity of software systems. However, 

challenges still remain in achieving effective software 

architecture, and there is ongoing research and development 

in this area [23] [24] [25]. 

 

The significant landmarks in the evolution of monolithic 

software architecture encompass the advent of diverse 

architectural models, including monolithic architectures and 

service-oriented architectures. Monolithic designs are widely 

recognized as traditional and include consolidating all 

essential application pieces under a singular component or 

unit. Nevertheless, monolithic designs are frequently 

regarded as antiquated, requiring architectural restructuring 

to separate the user interface, business logic, and data layer. 

Although monolithic systems have certain limits, they 
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possess several advantages, like reduced complexity in the 

interaction between components and the convenience of 

seeing an entire process within a single location. The use of 

microservices-based architectures is regarded as a 

contemporary trend in addressing the difficulties associated 

with interoperability, replacing the traditional monolithic 

systems.[29] [26] 

 

The utilization of monolith architecture presents several 

benefits. The strong relationship between domain entities 

enables rapid initial growth.[3] In addition, the 

implementation of monolithic architecture guarantees 

consistent values of software metrics, such as complexity and 

deployability, irrespective of the quantity of features 

incorporated.[27] Monolith architecture offers simplicity, 

reliability, and stability in software development and 

operation. 

 

A monolithic architecture possesses several drawbacks. 

One such disadvantage pertains to the challenge of staying 

abreast with novel development methodologies like DevOps, 

which necessitate frequent deployments [3]. Another 

drawback lies in the inflexibility and lack of scalability 

inherent in monolithic architectures, for they are not readily 

adaptable to evolving requirements and cannot be 

independently scaled [28]. Monoliths also pose difficulties in 

terms of code complexity and magnitude, rendering the 

management and maintenance of the codebase more arduous 

[27]. Furthermore, monolithic architectures encompass a 

solitary database, which can give rise to complications when 

transitioning to a microservice architecture wherein data 

storage is decentralized [29]. Finally, the close coupling of 

domain entities in a monolith can impede agility and 

expedited development, in contrast to a modular or 

microservice architecture [30]. 
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2.3. Modular Monolith Architecture 

A modular monolith software architecture entails the 

division of business entities into separate modules or services 

while still maintaining a comprehensive domain model. This 

approach enables the rapid initial development of software 

but does come with a drawback in terms of performance, as it 

introduces costs related to the separation of business logic 

and inter-service communication [3]. Conversely, Monolithic 

software applications encompass all functionalities within a 

single deployable unit, rendering them challenging to 

comprehend and maintain as they mature. On the other hand, 

microservice architectures advocate for the construction of 

applications through smaller, loosely coupled functional 

services [31]. A modular web content architecture presents a 

separation between renderable content modules and the 

primary web application, which in turn offers improved 

flexibility and reusability [32]. 

The concept of modular monolith software architecture 

was introduced within the context of transitioning from a 

monolith to a microservices architecture. The transition to a 

modular monolith is perceived as an intermediary step in the 

overall process. This particular approach entails dividing the 

business logic into separate modules, which are then 

encapsulated through well-defined interfaces. The benefits of 

utilizing a modular monolith include the ability to establish a 

comprehensive domain model that facilitates efficient 

development and a codebase that is more easily 

maintainable. However, it is important to note that there are 

certain trade-offs in performance due to the introduction of 

inter-service communication. The migration effort and 

performance challenges associated with transitioning to a 

modular monolith are already quite significant. Therefore, it 

is imperative for software architects to carefully consider 
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these trade-offs and meticulously plan the migration process 

accordingly [21]. 

 

The popularity of modular monolith software 

architecture can be attributed to several factors. Firstly, it 

facilitates the incorporation of a comprehensive domain 

model, where domain entities are closely interconnected, 

thus enabling rapid development [3]. Secondly, it offers a 

means to encapsulate business logic within modules and/or 

services, featuring well-defined interfaces, thereby 

promoting modularity and reusability [31]. 

                      Source - modular monolith 

 

Thirdly, it presents a progressive migration pathway 

from a monolith to a microservice architecture, allowing for 

a gradual transition and minimizing the impact on migration 

effort and performance [32]. Lastly, it tackles the challenges 

associated with the maintenance and comprehension of aging 

monolithic applications by advocating for smaller, loosely 

coupled functional services that are easier to maintain [33]. 

 

Utilizing a modular monolith software architecture 

presents various benefits, such as incorporating intricate 

domain models and the ability to reuse domain entities. 

However, it also entails a drawback in terms of performance. 

The current business landscape emphasizes the importance of 

agility, which facilitates the separation of corporate units into 

modules and services. This approach enables organizations to 

achieve flexibility and promote the reuse of resources [34]. 

Nevertheless, the task of preserving a monolithic design 

might present difficulties as applications mature, resulting in 

complexities in comprehension and upkeep. In contrast, 

microservice architectures promote the development of 

systems using smaller, functionally independent services that 

are loosely connected. This approach has been shown to 

enhance maintainability [31]. The motivation for 

transitioning from a monolithic to a modular architecture can 

be attributed to the requirement for enhanced flexibility and 

scalability, particularly within the framework of emerging 

development methodologies such as DevOps [35]. In 

general, the benefits of employing a modular monolith 

software architecture are rooted in its adaptability and 

capacity for reusability. Conversely, the drawbacks 

encompass potential performance drawbacks and the 

enduring difficulties associated with sustaining a monolithic 

architecture throughout its lifespan. 

 

3. Case Studies and Success Stories 
Shopify, a major Ruby on Rails codebase, initially used 

a monolithic architecture for billing, product updates, and 

delivery. However, the advantages of monolithic 

architectures outweighed their disadvantages, leading to a 

shift to a modular monolith. This approach established and 

respected component boundaries, expediting development 

and deployment. Monolithic architectures were easy to create 

and deploy, but they also had drawbacks, such as increased 

DevOps time and decreased application resiliency and 

security. Shopify implemented modular monoliths, also 

known as “Componentization,” to address these issues. The 

team divided the codebase to improve code organization and 

adhere to real-world principles. After extensive stakeholder 

research and input, this was implemented in a single 

comprehensive pull request. Shopify developed a tool called 

Wedge to track component isolation and decouple business 

domains. The tool monitors the progress of each 

component’s isolation, identifying violations of domain 

boundaries and data coupling across boundaries. In the long 

term, the team aims to programmatically enforce limits to 

ensure each component only imports its explicitly dependent 

components and eliminates accidental and circular 
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dependencies. In conclusion, no initial system architecture is 

without drawbacks, and the choice of software architecture 

depends on the scale of the application and is always 

evolving. [8] 

 

Root’s expedition in handling the obstacles of a swiftly 

expanding startup is delineated in this comprehensive article. 

Initially, they confronted the intricacies of team and 

technology expansion by adopting a MonolithFirst approach, 

constructing a greenfield application with a select few 

engineers. However, anticipating future growth, they 

transitioned into a Modular Monolith methodology. This 

technique entailed organizing their Rails project without a 

central directory, effectively compartmentalizing their code 

through the utilization of gems and engines. They 

successfully eradicated circular dependencies by establishing 

distinct architectural boundaries, implementing a robust test 

suite, and harnessing tools such as Bundler and the observer 

pattern. They enhanced the overall architecture of their 

application.  

 

This Modular Monolith approach enabled them to 

efficiently manage modifications and improve code clarity 

by structuring it around domain concepts. It empowered 

them to effectively differentiate between stateful and 

stateless logic. Their experience exemplified the simplicity 

yet potent scalability of the Modular Monolith concept for 

managing a burgeoning team and evolving software 

requirements.[38] 

 

In deciding on the architectural framework for a system, 

it is crucial to carefully evaluate the factors of scalability and 

domain complexity. This discussion delves into the 

comparison between modular monoliths and microservices, 

elucidating the challenges presented by issues like JAR hell 

and circular dependencies. The Apache Isis framework has 

emerged as a potential option that effectively addresses 

cross-cutting concerns, allowing developers to concentrate 

their efforts on complex business challenges.  

 

The essay emphasizes the importance of implementing 

organized database management and ensuring coordinated 

operations among individual modules. Furthermore, this 

study addresses the selection of platforms for monolithic and 

microservices-based systems, using Estatio as a case study. 

Estatio is an invoicing system developed using Apache Isis. 

The ultimate choice between a monolithic or microservices 

architecture is contingent upon finding a delicate equilibrium 

between the domain’s complexities and the system’s 

scalability needs. The aforementioned discoveries provide 

significant contributions to the scholarly discourse within the 

domain of system architecture.[36] 

 

Google’s Service Weaver framework allows writing 

applications as a modular monolith and deploying them as a 

set of microservices. 

The binary in Service Weaver is organized as a set of 

modules or components, with all code residing within a 

singular binary.  

 

Service Weaver splits up the application by components, 

enabling it to run independently and on distinct machines. 

[37] 

 

Therefore, the article discusses how Service Weaver 

enables the development and deployment of applications as 

modular monoliths, which can then be split into 

microservices. 

 

4. Conclusion 
The choice of software architecture is a critical decision 

in developing efficient payment systems within the fintech 

domain. This study has explored three prominent 

architectural approaches: Monolithic architecture, 

Microservices architecture, and Modular Monolithic 

architecture. Each approach has its advantages and 

limitations, making it essential to assess their suitability for 

payment system development. 

 

Monolithic architecture, characterized by a single, self-

contained codebase, offers advantages in terms of 

performance and reduced latency, making it suitable for 

applications with moderate traffic. However, it suffers from 

scalability and update flexibility limitations, making it less 

ideal for rapidly evolving systems. 
 

On the other hand, Microservices architecture provides 

flexibility, scalability, and independence for individual 

services. It excels in handling increased loads and offers 

resilience. Yet, it introduces network communication and 

security complexities, making it challenging for some 

applications. 
 

Modular Monolithic architecture emerges as a middle 

ground between the two. It retains the benefits of a 

comprehensive domain model and modularization while 

minimizing the complexities associated with microservices. 

Organizations like Shopify, Eurocommercial Properties 

(Estatio), Google and Root have successfully adopted this 

approach to streamline development and maintainability. 

The decision to choose a Modular Monolithic 

architecture as the first choice for developing efficient 

payment systems depends on various factors. It offers the 

advantages of clear domain modeling, ease of maintenance, 

and a gradual path toward microservices adoption. However, 

it comes with performance trade-offs due to inter-service 

communication. 

 

In conclusion, while Modular Monolithic architecture 

presents a promising option, there is no one-size-fits-all 

solution. The choice should be based on the specific 

requirements, scalability needs, and complexities of the 
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payment system in question. It is crucial for organizations to 

carefully evaluate these factors and consider their long-term 

goals when selecting the most suitable software architecture. 

Furthermore, ongoing research and industry best practices 

will continue to shape the landscape of software architecture, 

making it imperative for fintech companies to stay informed 

and adaptable in their approach to payment system 

development. 
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